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**Лістинг програми:**

public class C\_SemanticAnalysis

{

public C\_Glossary CurrentGlossary { get; }

public Dictionary<string, IVariable> Variables;

public Dictionary<int, string> Errors;

public int FirstErrorIndex = -1;

public C\_SemanticAnalysis(C\_SyntacticAnalysis syntacticAnalysis)

{

Errors = new Dictionary<int, string>();

Variables = new Dictionary<string, IVariable>();

CurrentGlossary = syntacticAnalysis.CurrentGlossary;

Analyze(syntacticAnalysis.Root);

}

public C\_SemanticAnalysis(string expression, C\_Glossary currentGlossary)

{

Errors = new Dictionary<int, string>();

Variables = new Dictionary<string, IVariable>();

CurrentGlossary = currentGlossary;

var lexicalAnalysis = new LexicalAnalysis(expression, currentGlossary);

var syntacticAnalysis = new C\_SyntacticAnalysis(lexicalAnalysis.Result, currentGlossary);

Analyze(syntacticAnalysis.Root);

}

protected void Analyze(Node rootNode)

{

GetType(rootNode);

}

protected VariableType GetType(Node node)

{

if (Errors.Any())

{

PrintErrors();

return VariableType.Void;

}

if (TryConvertToVariable(node, out var variable)) return variable.Type;

if (node.Value == ";")

{

GetType(node.Left);

if (node.Right != null) GetType(node.Right);

return VariableType.Void;

}

if (node.Type == NodeType.Type && node.Parent.Type != NodeType.AssignationOperator)

{

HandleType(node);

return VariableType.Void;

}

if (node.Type == NodeType.AssignationOperator) return HandleAssignationOperator(node);

if (node.Type == NodeType.BinaryOperator) return HandleBinaryOperator(node);

if (node.Type == NodeType.Indexer) return GetArrayMember(node)?.Type ?? VariableType.Error;

if (node.Type == NodeType.Name) return GetVariableByName(node)?.Type ?? VariableType.Error;

if (node.Type == NodeType.Root)

{

GetType(node.Left ?? node.Right);

if (!Errors.Any())

{

Console.WriteLine("No errors were found");

}

return VariableType.Void;

}

return VariableType.Void;

}

protected void AddError(int index, string error)

{

Errors.Add(index, error);

if (FirstErrorIndex == -1) FirstErrorIndex = index;

}

protected void PrintErrors()

{

var error = Errors[FirstErrorIndex];

var zeroRow = new string(' ', SyntacticAnalysis.ExprLabel.Length + FirstErrorIndex) + "^";

var firstRow = "SEMANTIC ERROR: " + error;

Console.WriteLine(zeroRow + "\n" + firstRow);

}

protected object HandleType(Node node)

{

var type = GetType(node, out node);

while (node.Value == ",")

{

CreateVariable(node.Left, type);

node = node.Right;

}

CreateVariable(node, type);

return null;

}

protected IVariable CreateVariable(Node currentNode, VariableType type)

{

IVariable newVariable = new Variable("", VariableType.Error);

if (currentNode.Type == NodeType.Pointer && currentNode.Value == "\*")

{

newVariable = new Pointer(currentNode.Left.Value, type);

Variables.Add(currentNode.Left.Value, newVariable);

}

else if (currentNode.Type == NodeType.Indexer)

{

if (Variables.Keys.Contains(currentNode.Left.Value))

{

AddError(currentNode.Left.StartPosition, CurrentGlossary.VariableWasAlreadyDefined(currentNode.Left.Value));

}

if (TryGetIndex(currentNode.Right, out var length))

{

newVariable = new Array(currentNode.Left.Value, type, length);

Variables.Add(currentNode.Left.Value, newVariable);

}

}

else

{

newVariable = new Variable(currentNode.Value, type);

Variables.Add(currentNode.Value, newVariable);

}

return newVariable;

}

protected VariableType GetType(Node node, out Node nameNode)

{

var stringType = "";

while (node.Type == NodeType.Type)

{

stringType += node.Value + " ";

node = node.Left;

}

stringType = stringType.Trim();

nameNode = node;

return IdentifyType(stringType);

VariableType IdentifyType(string type)

{

if (type == "bool") return VariableType.Bool;

if (type == "char") return VariableType.Char;

if (type == "int" || type == "signed int" || type == "signed") return VariableType.Int;

if (type == "unsigned int" || type == "unsigned") return VariableType.UnsignedInt;

if (type == "short" || type == "short int" || type == "signed short int" || type == "signed short") return VariableType.Short;

if (type == "unsigned short" || type == "unsigned short int") return VariableType.UnsignedShort;

if (type == "long" || type == "long int" || type == "signed long int" || type == "signed long") return VariableType.Long;

if (type == "long short" || type == "unsigned long int") return VariableType.UnsignedLong;

if (type == "double") return VariableType.Double;

if (type == "float") return VariableType.Float;

return VariableType.Error;

}

}

protected VariableType HandleBinaryOperator(Node node)

{

var leftType = GetType(node.Left);

var rightType = GetType(node.Right);

if (leftType == VariableType.Pointer &&

!(rightType == VariableType.Int && (node.Value == "+" || node.Value == "-")))

{

AddError(node.StartPosition, CurrentGlossary.CannotApplyOperator(node.Value, leftType, rightType));

return VariableType.Error;

}

if (rightType == VariableType.Pointer &&

!(leftType == VariableType.Int && (node.Value == "+" || node.Value == "-")))

{

AddError(node.StartPosition, CurrentGlossary.CannotApplyOperator(node.Value, leftType, rightType));

return VariableType.Error;

}

var resultType = TypesToBigger(leftType, rightType);

return resultType;

}

protected VariableType HandleAssignationOperator(Node node)

{

var targetType = VariableType.Error;

var sourceType = GetType(node.Right);

switch (node.Left.Type)

{

case NodeType.Type:

{

targetType = GetType(node, out var nameNode);

var newVariable = CreateVariable(nameNode, targetType);

break;

}

case NodeType.Name:

{

var variable = GetVariableByName(node.Left);

if (variable is Pointer pointer)

{

targetType = VariableType.Pointer;

}

else

{

targetType = variable.Type;

}

break;

}

case NodeType.Indexer:

{

if (!(GetVariableByName(node.Left) is Array array))

{

AddError(node.StartPosition, CurrentGlossary.NotArray(node.Left.Value));

return VariableType.Error;

}

targetType = array.Type;

break;

}

case NodeType.Pointer:

{

if (node.Value == "\*")

{

if (!(GetVariableByName(node.Left) is Pointer pointer))

{

AddError(node.StartPosition, CurrentGlossary.NotPointer(node.Left.Value));

return VariableType.Error;

}

targetType = pointer.Type;

}

break;

}

}

if (TryCast(sourceType, targetType)) return VariableType.Void;

AddError(node.StartPosition, CurrentGlossary.CastError(sourceType, targetType));

return VariableType.Error;

}

protected VariableType TypesToBigger(VariableType left, VariableType right)

{

if (left > right) return left;

return right;

}

protected bool TryConvertToVariable(Node node, out IVariable variable)

{

switch (node.Type)

{

case NodeType.CharLiteral:

{

if (char.TryParse(node.Value, out var charValue))

{

variable = new Variable("", VariableType.Char, charValue);

return true;

}

AddError(node.StartPosition, CurrentGlossary.ParseError(node.Value, VariableType.Char));

variable = null;

return false;

}

case NodeType.NumericalConstant:

{

if (short.TryParse(node.Value, out var shortValue))

{

variable = new Variable("", VariableType.Short, shortValue);

return true;

}

if (ushort.TryParse(node.Value, out var ushortValue))

{

variable = new Variable("", VariableType.UnsignedShort, ushortValue);

return true;

}

if (int.TryParse(node.Value, out var intValue))

{

variable = new Variable("", VariableType.Int, intValue);

return true;

}

if (uint.TryParse(node.Value, out var uintValue))

{

variable = new Variable("", VariableType.UnsignedInt, uintValue);

return true;

}

if (long.TryParse(node.Value, out var longValue))

{

variable = new Variable("", VariableType.Long, longValue);

return true;

}

if (ulong.TryParse(node.Value, out var ulongValue))

{

variable = new Variable("", VariableType.UnsignedLong, ulongValue);

return true;

}

if (float.TryParse(node.Value, out var floatValue))

{

variable = new Variable("", VariableType.Float, floatValue);

return true;

}

if (double.TryParse(node.Value, out var doubleValue))

{

variable = new Variable("", VariableType.Double, doubleValue);

return true;

}

break;

}

case NodeType.Name:

{

variable = GetVariableByName(node);

return true;

}

}

variable = new Variable("", VariableType.Error);

return false;

}

protected IVariable GetVariableByName(Node node)

{

if (Variables.ContainsKey(node.Value))

{

return Variables[node.Value];

}

AddError(node.StartPosition, CurrentGlossary.UnknownVariable(node.Value));

return null;

}

protected Variable GetArrayMember(Node node)

{

var name = node.Left.Value;

if (Variables.ContainsKey(name))

{

if (Variables[name] is Array array)

{

if (TryGetIndex(node.Right, out var index))

{

if (index >= 0 && index < array.Length)

{

return array.Value[index];

}

//AddError(node.Right.StartPosition, CurrentGlossary.IndexOutOfBounds());

}

}

else

{

AddError(node.StartPosition, CurrentGlossary.NotArray(name));

}

return null;

}

AddError(node.Left.StartPosition, CurrentGlossary.UnknownVariable(node.Value));

return null;

}

protected bool TryGetIndex(Node node, out int index)

{

if (TryConvertToVariable(node, out var indexVariable))

{

if (indexVariable is Pointer)

{

AddError(node.StartPosition, CurrentGlossary.IndexIsPointer());

index = -1;

return false;

}

if (TryCast( indexVariable.Type, VariableType.Int))

{

//int.TryParse(indexVariable.Value.ToString(), out index);

index = 0;

return true;

}

AddError(node.StartPosition,

CurrentGlossary.CastError(indexVariable.Type, VariableType.Int));

}

index = -1;

return false;

}

protected bool TryCast(VariableType sourceType, VariableType targetType)

{

if (sourceType == VariableType.Pointer &&

(targetType == VariableType.Float || targetType == VariableType.Double))

{

return false;

}

if (targetType == VariableType.Pointer &&

(sourceType == VariableType.Float || sourceType == VariableType.Double))

{

return false;

}

if (sourceType <= VariableType.Double && targetType <= VariableType.Double)

{

return true;

}

return false;

}

**Контрольні приклади:**

**Приклад 1**

Entered expression: double b, a[4]; short \*n,d; b=2\*a[n]; b=d;

^

SEMANTIC ERROR: Index of array cannot be a pointer

**Приклад 2**

Entered expression: float b, a, c, \*d; b=(2\*a +c/d)\*2\*a;

^

SEMANTIC ERROR: Cannot apply operator '/' to 'Float' and 'Pointer'

**Приклад 3**

Entered expression: double b, a[6]; char \*n; --n; b=n&&b==a[\*n];

^

SEMANTIC ERROR: Cannot apply operator '&&' to 'Pointer' and 'Double'